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Abstract. In Europe’s general context of economic integration, the National States have preserved a few competences. Among them, the most important competence is taxation management, which has now become an important lever to stabilize the State’s budget and to meet the economic parameters set by the European Agreements. From this perspective, it is crucial to identify a software development mode to reduce the time spent for the implementation/adjustment of the tax payment software application and, at the same time, to minimize the overall risk level. In software development, approximately 40% of time is spent in a series of testing activities: this stage of the development process is mostly placed at the end of the implementation activities. Consequently, since many testing activities have to be waived in order to meet the deadlines for software delivery, applications that are not entirely in compliance with the user’s needs and/or entailing non-compliance are more likely to be introduced. This paper focuses on improving the testing process in tax procedures. The proposed method aims to improve the process, by introducing an integrated procedure based on Axiomatic Design. The approach developed will facilitate a reduction both in the testing preparation time and in performing the test cases. In this scenario, it will be possible to optimize the data compilation process, to verify the compliance within the technical specifications as provided by the Italian Revenue Agency, to identify possible critical scenarios with a proactive approach, and to avoid classes of non-conformities.

1 Introduction

The applications used for the management of tax obligations must comply with the regulations introduced by the budgetary laws and their implicit regulatory mechanisms, and have, therefore, an annual feature. In Europe’s general context of economic integration, the National States have preserved a few competences, and the management of taxation the most important of them. The Revenue Agencies have become an important lever to stabilize the budget and meet the economic parameters set by the European Agreements. It is crucial, in this scenario, to identify a software development mode that can effectively reduce the time spent for implementations/adjustments to be applied to the tax payment software applications, as well as minimize the overall risk level. In the software development’s lifecycle, around 40% of the time is spent for a various number of testing activities [1]. This phase of the development process is mostly placed at the end of the implementation activities, thus implying that, in order to meet the software delivery deadlines, many testing activities are being neglected. This situation can lead to consequences such as the release of applications that do not correspond exactly to the customer attributes and/or with a high level of non-compliance. The use of the selection system of the functional tests with an AD approach can, instead, reduce the testing time -because many activities can be anticipated- and, at the same time, ensure the coverage of the functional requirements. As of literature, there are indeed several procedures based on AD that have successfully applied AD to optimize processes in several fields [2-4].

2 Building an integrated testing process

The current scientific literature has widely shown that it is impossible to produce a completely error-free software. Nonetheless, this issue should not prevent programmers from seeking new ways of improving the testing process, to increase software’s quality level and to optimize both the time and the resources used. The aim of this article is to define an integrated process in the test case preparation for verifications of a functional-type on the applications used to manage the fiscal deadlines. Each test case (CT) consists of a set of required instructions to run a test on a defined object: it is formalized by the input data for the test, by the expected result and by the conditions of test application. This article focuses on optimizing the process of selection and execution of functional tests. In particular, this paper proposes an integrated methodology for the
selection of test cases, starting from the most abstract logical levels of functional requirements decomposition and proceeding to test the elementary code objects produced. The final objective of this integrated process is to build a complete test case matrix, which will allow to associate a specific test case to each decomposed functional requisite. This mechanism guarantees the coverage of each functional requirement with a specifically selected test case. From this perspective, the choice of test cases is no longer merely tied to the experience of designers—or, even worse, to chance—rather it follows a logically consistent path.

3 Testing process architecture

3.1 Testing process

The testing phase has the task of verifying the adherence to the functional and performance requirements and the correctness of design and coding. Unfortunately, a major part of this phase is placed at the end of the software implementation process. Therefore, it is affected by any problem related to the urgency of its release. Moreover, software companies are often unequipped in terms of cross-reference teams that could help identify the test cases and allow the implementation, which should be performed by highly trained personnel—and which, above all, should not be directly involved in the design and coding phases [5, 6]. First of all, it is part of a good practice to run a thorough estimate of the time and resources devoted to testing. Secondly, considering these estimates, a plan must be defined for the quality of testing. This plan has to include the resources to be used, the time needed, the levels of accuracy required to produce the software, and the functional coverage of the test cases (test case matrix) [7].

3.2 V model testing process

In scientific literature, there are various testing models, each with their own significance in specific contexts. In the present article, we will refer to the so-called V Model, which better adapts to the axiomatic decomposition process of the functional requisites. The figure below illustrates the operating methods of the testing process, according to the V-model [6-8]. On the left, Figure 1 shows the test preparation activities, which are built starting from the customer attributes up to the coding phase of software objects. At each logic level, the test cases deemed necessary to verify the implementation phase are created. The problem that arises at this stage of the process is to verify the adequacy and the functional coverage of the various test cases. The problem is solved with the so-called ‘software static testings’—in other words, with checks that do not involve the execution of a program or parts of it [7]. The present article focuses in particular on this side of the testing process, proposing an AD approach to test case designing. The second part of the process, instead, concerns the execution of test cases on the software produced. In this case, we speak of dynamic testing. The process starts with tests on the single software components and continues with integration testings and a system testing, to finally reach testing for the procedure acceptance performed by the client. This process may involve recycling. At each stage, testing results must be recorded and any updated documents related to the project must be saved in special repositories and made available online at any time. A corporate Database can be possible for this purpose: it should be accessed by staff involved in the project.

Fig. 1. V model testing process.

3.3 Non-conformity management

In case of more complex projects, it is useful to keep a record of the detected and corrected malfunctions encountered during testing, as well as any non-conformities occurred after the release of the application. A specific supporting service can analyse and categorize all non-conformities (NC) using a multi-level database with a HNCR approach (Holistic Non-Conformity Reduction) [9-11]. A Database of this type allows recording any malfunctioning through the assignment of unique and structured elementary data. This process triggers a proactive intervention, performing an analytical insight carrying an impact on several NCs at a time. In this way, we avoid an unnecessary and time-consuming activity of addressing them one by one. In this context, value is given to the experience gained over the years, on a more general level, with a ‘lesson-learned’ approach that can be used to solve problems, starting to troubleshoot from their deepest roots. The adoption of the HNCR approach mentioned above, allows to define, starting from every single non-conformity, the clusters of problems occurring at a major level of abstraction. This abstraction allows to solve more non-conformities at the same time, and to implement any additional preventive policies [11-13]. Similarly, appropriate test cases on specific issues can be set. In this way, we can avoid solving problems one by one, as soon as they occur. In addition, the recording and cataloguing of the problems arisen at any stage of the software’s life cycle allows producing valuable statistics that will be useful in future projects.
Design of an integrated testing system for fiscal procedures

The AD design methodology can be used to optimize the design process [14, 15] and the execution of functional tests both in case of a custom implementation of a fiscal procedure and in case of an annual adjustment of the tax management software. The final objective of this integrated process is the construction of a complete test case matrix. The matrix must allow the coverage of all functional requisites. In this way, we can avoid duplicating the activities or, considering a worse scenario, skipping the verification of the important functionalities of the software produced. The whole testing process is described in Figure 2.

4.1 Fiscal requirements decomposition

4.1.1 Functional requirements decomposition

The documentary management described in subsection 3.3 allows to predefine the possible areas for intervention quite in advance, thus improving the method application’s procedures. In article [11], Rolli et al. proposed a specific AD methodology to detect the robust decomposition of the functional requirements. In the present article, the same decomposition methodology is used to associate each identified functional requirement to its own specific test case. This strategy will allow us to define the minimum test-case set needed to guarantee the coverage of the functional requirements to be tested, and the logical consistency of the configuration that will be obtained. The whole process of decomposition will be now described, as per Figure 2 below.

4.1.2 Definitions and correspondences

As far as the taxation management processes are concerned, the customer attributes (CA) consist in the technical specifications and the compiling instructions provided extensively by the Revenue Agency. Likewise, the design constraints (C) are the restrictions imposed by the regulations, such as tax deadlines and the modalities of electronic transmission of tax statements. (NC) are the non-conformity clusters defined in the process of cataloguing and reclassification of historical non-conformities detected by the supporting service. They have a proactive value and represent warnings for specific areas of concern, and must be taken into account during the annual preparation of test cases. The system’s functional requirements (FR) are the design formalization of the fiscal procedures to be implemented or adjusted, under the conditions imposed by the design constraints and in respect to the indications given by the analysis of non-conformity clusters. Design parameters (DP) are the personal data, the income data and the fiscal data to be processed and compiled. Nonetheless, we consider as process variables (PV) the software components that implement the objects defined at the designing stage.

4.1.3 Correspondence between functional decomposition and software testing levels

The decomposition of the functional requirements follows a zigzagging process in the set of data, producing the logical design of the system at its greatest level of detail [11, 16, 17]. At each level, it is possible to define a particular type of test. For example, at a logic design level, the coverage matrix of functional tests corresponds to the single tests execution plan (Unit Test). At an intermediate level of abstraction, the testing coverage matrix corresponds to the system tests execution plan (Integration Test). Consequently, at the highest level of abstraction we have the definition of the acceptance test plan. This correspondence is made possible by using the correlation matrix between functional requirements and data sets. For each level of abstraction, this matrix indicates the relationship between decomposed functional requirements and the set of reference data (DPij), in respect to the implemented methods (Aij ()). This means that the decomposition of the system’s functional requirements (FR) does not only lead to the identification of the data files (DP) –which are the object of a logical treatment-, but also of the test cases to be performed in order to detect any malfunctions.

4.1.4 Compatibility between Object-oriented Design and Axiomatic Design

The proposed decomposition approach is particularly effective when combined with object-oriented software implementation techniques. These techniques allow using simplifications and correspondences, which are extremely useful during the setting of test cases. In
particular, we used the Axiomatic design of object-oriented Software Systems (ADO-OSS) methodology to optimize the entire software’s life cycle [16, 17]. To illustrate this approach, the following correspondence is introduced. Considering the mapping between Functional domain and Physical domain, the zigzagging process allows to decompose the functional requirements in parallel with the datasets for which such requirements have meaning. The zigzagging process has produced the decomposition of functional requirements, as represented in the figure below:

![Fig.4. Decomposition process.]

The requirements’ decomposition moves to a level of detail deemed sufficient to define all the elements necessary for the design. Then, the ADo-oSS methodology allows to translate this decomposition into UML (Unified Modeling Language) diagrams, which are the essential tool to design and implement a software system [16-19]. This new representation is a consequence of the properties of "legacy", "polymorphism" and "encapsulation" of the object-oriented programming techniques. In this case, the FRi functional requirement is defined as the object that is implementable by the methods on the i-th row in the decomposition table (Aij) that have access to the DPij data files, according to the mapping in the corresponding table. At the most detailed level of decomposition, objects it will be represented by elementary methods and data files [11, 16].

![Fig. 5. Class diagram. Source [16].]

Therefore, the decomposition of functional requirements can be represented by the following simplified UML diagram:

![Fig. 6. Simplified UML diagram.]

4.2 Selecting the minimum set of test cases

4.2.1 Model selection based on the Function point analysis

The present article proposes an integrated system for the arrangement of functional test cases, using a decomposition approach based on the verification of the axioms of independence and information [11, 16]. The axiom of independence ensures consistency in the coverage of the functional requirements - for which, at least one test case will be performed. The axiom of information allows to select the minor requirement in case of more functional requirement configurations. Function Points [11] are a tool to estimate the information content of the system. Therefore, a robust configuration of the functional requirements is the one that has a lower number of function points, considering the same level of functionalities provided. This is the solution that carries the minor effort, in terms of timing and design costs, but also - and especially- in terms of preparing and executing the tests. In fact, there is an empirical relationship between the capacity of the software to be tested, and the effort needed to test the software expressed in man/days. Capers Jones [20] estimates that the number of test cases can be determined by the function-point estimate for the corresponding effort. The formula is Number of Test Cases = (Function Point Effort)\(^{1.2}\). The actual effort in person/days is then calculated with a conversion factor obtained from previous project data. In this case, cataloging and archiving project data in a structured multi-level database, as described in paragraph 3.3, also allows obtaining data on productivity. This information can be obtained from the overall implementation data from the previous software versions of the tax management program to be adapted, or, in their absence, from similar previous developing experiences. In addition, the use of function point analysis (FPA) allows to define a testing plan from an end-user perspective, simplifying many steps and taking advantage of many correspondences, as we will discuss in the following paragraphs.
4.2.2 Effort estimation

The relationship between decomposed functional requirements and data files can be represented in equivalent form with UML diagrams. UML diagrams allow an estimate of the software development project’s effort, by using the Function Point measurement technique [21-24]. In this case, the data structures (DPij) represent data files (ILF and EIF); while the methods (Aij) represent the transactional functions (EI, EO, EQ) [11, 22, 23]. By counting the function points of the project, it is possible to estimate the cost in terms of man/days. Indeed, techniques such as COCOMO II allow to determine an estimate of the time required to complete the project [25, 26]. Then, the knowledge of a particular type of project allows to categorize the estimated man/resources by their professional profile, and match them to the various phases of the software’s life cycle. In testing, we often refer to the golden rule of Frederick P. Brooks [1], according to which 40% of the estimated time for a software project should be used for the testing stages. This rule is still valid. However, in the case of projects to be developed in familiar contexts, experience helps to obtain a lower percentage of commitment. In this case, the background series of similar projects can provide useful information.

4.2.3 Alternative effort-estimation methodologies

Several authors criticize the use of FPA to calculate the effort of the various testing activities, on the grounds that, it is difficult to make an estimate in the absence of detailed functional requirements, [27]. Therefore, various alternative effort-estimation methodologies of the test cases were set, such as the Use Case Point (UCP) and the Test Case Point (TCP). These are measuring techniques borrowed from the FPA, of which they keep some simplified elements. However, in this article we must stress the importance of the FPA, since it is generally considered as an accepted standard for software estimations. Other methodologies are not standard, yet their diffusion is very limited. Instead, the context of study of this article concerns the software systems for fiscal management, for which the technical and regulatory specifics are well known. In addition, the transition from any present software version to one related to the following year can be easily managed by using the FPA technique.

4.3 Test Case Attribution by level of functional decomposition

The proposed methodology consists in associating, to each functional decomposition level, the minimum set of test cases in order to verify each decomposed functional requirement. Thus, the logical design of the system not only does follow its corresponding functional test plan, but the same selection of the tests can affect the implementation phase, directing designers towards easier testable solutions - in other words, with a lower risk level. In fact, this organic approach to the selection of test cases allows to match the functional architecture of the system with a network of test cases already defined in the system designing phase. In this way, we can avoid neglecting parts of the system, especially during the integration process of elementary modules and subsystems. For the small and medium enterprises and organizations, this method constitutes a major advantage: in fact, it allows to define the complete organization of functional tests to be performed already during the software designing phase. In the present article, for simplicity’s sake, we set three decomposition levels of the functional requirements. In this case, each level of decomposition corresponds to a specific type of test. The highest abstract logic level corresponds to the system test: this type of test has, as its objective, the verification of the application in its entirety, in an environment that is similar to production. The second level concerns, instead, an integration test among self-contained program modules. At this stage, the interface among the various parts of the system is verified. Finally, the third level concerns the verification of self-consistent elementary objects. As shown in Figure 8, the test configuration is performed starting from the most abstract logic level to the most basic level, following the decomposition of the functional requirements with an axiomatic approach. Alternately, the testing execution starts with a verification of the individual elementary components. Then, the execution of the integration between the various elementary modules and/or subsystems is verified. This testing phase can be anticipated: it is not necessary for all the sub-systems to be available, some can be simulated by specially developed software applications [5-7]. This allows to split the development activities among different teams that can work in parallel. Finally, a system test execution is performed, and it is carried out in an environment similar to production. Instead, the acceptance test is carried out by the software client, and it is performed in order to verify the compliance of the product developed by the supplier in terms of technical specifics. Basically, the acceptance test is identical to the system test.

4.4 Building the Test Case Coverage Matrix

The decomposition of the functional requirements with an AD approach allows building a correlation matrix with some important features. It represents the robust decomposition of the functional requirements [11, 24]. For example, for each Ai j element of the matrix of Figure 4, we need to build a specific test case (CT). A set of d data input is defined, where d ∈ DPij so that Aij (d) is correct when it meets the specifications of Fij, or it is incorrect if it is different from the result expected from the functional requirement [28, 29]. For example, the A11,11() method is verified with the execution of the CT11,11 functional case test. Therefore, CT includes the input data to be used for the test and for the application rules provided by the program. For this reason, the A11,11(d) result obtained by performing A11,11() on the d data input with d ∈ DP11, is correct if it meets the specifications of FR. It is incorrect if it is different.
from the expected result from the functional requirement. The correctness of the $A_{11,11}()$ method in respect to a $d$ data input is indicated with “ok” ($A_{11,11}() \land d$). The $A_{11,11}()$ function is correct, i.e., $\text{ok}(A_{11,11}) \Leftrightarrow \forall d \in \text{DP}_{11}, \text{ok}(A_{11,11}, d)$ [28]. Therefore, the test case $CT_{11,11}$ may be considered ideal, if the absence of malfunctions detected implies the absence of a total malfunction, i.e. $\text{ok}(A_{11,11}, CT_{11,11}) \Rightarrow \text{ok}(A_{11,11})$. In other words, this occurs if further testings do not detect any malfunctions that have not already been discovered by $CT_{11,11}$. The aforementioned process determines the following test case coverage matrix:

<table>
<thead>
<tr>
<th>FR</th>
<th>CT_{11}</th>
<th>CT_{12}</th>
<th>CT_{13}</th>
<th>CT_{21}</th>
<th>CT_{22}</th>
</tr>
</thead>
<tbody>
<tr>
<td>FR_1</td>
<td>$CT_{11}$</td>
<td>$CT_{11,11}$</td>
<td>$CT_{11,12}$</td>
<td>$CT_{11,13}$</td>
<td>$CT_{12,11}$</td>
</tr>
<tr>
<td>FR_2</td>
<td>$CT_{12}$</td>
<td>$CT_{12,11}$</td>
<td>$CT_{12,12}$</td>
<td>$CT_{12,13}$</td>
<td>$CT_{21,12}$</td>
</tr>
<tr>
<td>FR_3</td>
<td>$CT_{13}$</td>
<td>$CT_{13,11}$</td>
<td>$CT_{13,12}$</td>
<td>$CT_{13,13}$</td>
<td>$CT_{21,13}$</td>
</tr>
<tr>
<td>FR_4</td>
<td>$CT_{21}$</td>
<td>$CT_{21,11}$</td>
<td>$CT_{21,12}$</td>
<td>$CT_{21,13}$</td>
<td>$CT_{31,11}$</td>
</tr>
</tbody>
</table>

Fig. 7. Test case coverage matrix

This matrix ensures the complete coverage of the functional requirements. This is the minimum configuration that allows to verify that the $A_{ij}()$ methods comply with the functional specifications required by the Revenue Agency instructions.

### 5 Conclusions

The methodology proposed in this article helps setting functional tests already at a software designing stage, reducing the overall time required for software development. In addition, the axiomatic decomposition of functional requirements allows to identify the suite of test cases that have a full functional coverage. At least one test case is set for every single software object. It is acknowledged that it is impossible to build tests that can demonstrate the absence of malfunctions in a software program, but we can arrange a detect & debug dynamic mechanism for software errors that results in a ‘lesson learned’ approach for any following version of the program. Such mechanism, based on a methodical cataloguing of the non-conformities detected both during the development phase and during the application’s execution phase, allows to define a specific test case for each class of non-conformity. Moreover, the reuse of test cases related to any previous software versions allows to focus on the effort of the system components affected by the annual regulatory changes that are intrinsically typical of the taxation management systems.
This paper is dedicated to the memory of our wonderful colleague and co-author of this work, Dr. Massimo Rinaldi, who recently passed away.
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