The Key Solution Algorithm of Linear Programming Model
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Abstract. Linear programming problem is a common problem, and to solve the linear model is more plagued. The paper generating algorithm is based on mathematical theory and composition. The design of feasible solution algorithm illustrates key linear programming model, then we can find a better way to solve the linear programming model solutions.

1 Introduction

According to mathematical theory of linear programming model[1-2] (1):

\[
\begin{align*}
\text{max } & \quad z = \sum_{i=1}^{n} c_i x_i \\
\text{s.t. } & \quad \sum_{j=1}^{n} a_{ij} x_j \leq a_{i,m+1} (i = 1,2,\ldots,m) \quad (m \geq n) \\
& \quad x_i \geq 0 (i = 1,2,\ldots,n) \\
& \quad S.t \text{ condition of the equation}
\end{align*}
\]

And \( x_i = 0 (i = 1,2,\ldots,n) \) m + n equations form an optimal solution \( m+n \) plane (side) closed set \( \Omega \), the linear programming model (1) on the closed set \( \Omega \) border on the objective function s,t condition of the equation:

\[
z = \sum_{i=1}^{n} c_i x_i
\]

From \((0,0,\ldots,0)\) (\( z = 0 \)) moving along the surface normal direction, so that the value of \( z \) is gradually increased until the value of the maximum, then getting a linear programming model (1) of the optimal solution \((x_1,x_2,\ldots,x_n)\) and the corresponding \( z \) maximum. This method is theoretically established, but in practice it would be inconvenient to solve over three-dimensional linear programming model[3].

This paper designs the key feasible solution algorithms of computer of graphic linear programming model.

2 The Combination Generation Algorithm

In the key feasible solution algorithms of computer of graphic linear programming model, it is supposed to discuss the combination generation algorithm of \( C_n^m \), \( C_n^m \) linear equations are generated from \( m+n \) equations\[3\].

Let \( C_n^0 = \emptyset \), \( C_n^m = 1,2,3,\ldots,n \). When generating the combination of \( C_n^m \), \( n \) numbers of the generated combination, each and all combinations are arranged by the dictionary order.

2.1 The Generation of Combination \( C_n^1 \)

The combination of \( C_1^1 \) is 1, \( C_2^1 \) is 1,2, \( C_3^1 \) is 1,2,3..., and the combination of \( C_n^1 \) is 1,2,3, ...,n. Combination can be expressed as follows (to be expressed simply, written\( C_n^m \) as \( \Delta(n,m) \)), borrowing documents[3] to discuss the digital triangles and trigonometric operations and "\( \Theta \)" and the triangular numbers counted by "\( \Theta \)"

\[
\begin{align*}
\Delta(1,1) &= (1)^1 \\
\Delta(2,1) &= (1 \ 2)^1 \\
\Delta(3,1) &= (1 \ 2 \ 3)^1 \\
& \cdots \\
\Delta(n,1) &= (1 \ 2 \ 3 \ \cdots \ n-1 \ n)^1
\end{align*}
\]
2.2 The Generation of Combination $C_n^2$

The combination of $C_2^1$ is 12, $C_2^2$ is 12, 13, 23, ..., $C_2^n$ is 12, 13, 14, ..., 1n; 23, 24, ..., 2n; ..., n − 2n − 1, n − 1n; n − 1n.

It can be expressed by digital triangle as follows:

\[
\Delta(2, 2) = 12 = \Delta(1, 2) \oplus \Delta(1, 1) \oplus 2,
\]

\[
\Delta(3, 2) = \frac{13}{23} = \Delta(2, 2) \oplus \Delta(2, 1) \oplus 3,
\]

\[
\Delta(4, 2) = \frac{23}{24} = \Delta(3, 2) \oplus \Delta(3, 1) \oplus 4,
\]

\[
\Delta(n, 2) = \frac{13}{23} ... \frac{(n - 2)(n - 1)}{(n - 1)n} = \Delta(n - 1, 2) \oplus \Delta(n - 1, 1) \oplus n.
\]

2.3 The Generation of Combination $C_n^3$

Similarly, it can get the digital triangle indicating the combinations of $C_3^1$, $C_3^2$, $C_3^3$, ..., $C_3^n$.

\[
\Delta(3, 3) = 123 = \Delta(2, 3) \oplus \Delta(2, 2) \oplus 3,
\]

\[
\Delta(4, 3) = \frac{123}{134} = \Delta(3, 3) \oplus \Delta(3, 2) \oplus 4,
\]

\[
\Delta(5, 3) = \frac{123}{134} \frac{125}{135} \frac{145}{234} = \frac{234}{235} \frac{245}{345},
\]

\[
\Delta(n, 3) = \frac{123}{134} \frac{125}{135} \frac{145}{...} \frac{2n}{2n-1} = \frac{(n-2)(n-1)}{(n-1)n} = \Delta(n - 1, 3) \oplus \Delta(n - 1, 2) \oplus n.
\]

2.4 The Generation of Combination $\Delta(n, m)$ ($C_n^m$)

Similarly, it can obtain the combination of $\Delta(n, m)$.

Thus, it can get the $\Delta(n, m)$ of combination $C_n^m$ generating algorithm theorem.

Theorem: the combination of $C_n^m$ ($m \leq n^2/2$, $m \geq 2$) is $\Delta(n, m) = \Delta(n - 1, m) \oplus \Delta(n, m - 1) \oplus n$.

3 The Design of Key Feasible Solution Algorithm

From the foregoing, if the feasible solutions of linear programming model (1) is the closed set $\Omega$, and the optimal solution is in the boundary of this closed set $\Omega$, and the possible case is unique (a vertex of closed set $\Omega$) or infinite (an edge or a surface of closed set $\Omega$). So it only need to find each vertex of the closed set $\Omega$ when calculating. These vertices of the closed set $\Omega(x_1, x_2, \ldots, x_n)$ are called key feasible solutions, then determining the optimal solution of the linear programming model (1) from key feasible solution.

To find the key feasible solution on the closed set $\Omega$, changing the restrictions of linear programming model to:

\[
\begin{cases}
\sum_{j=1}^{n} a_{ij}x_j = a_{in+1} (i = 1, 2, \ldots, m), \\
\end{cases}
\]

\[
x_i = 0 (i = 1, 2, \ldots, n)
\]

This is a linear equation containing $n$ variables and $m + n$ equations, the key feasible solution of the closed set $\Omega$ is the intersection from $m + n$ equations obtained $C_{m+n}^n$ equations. The intersection satisfies the points of restrictions in model (1), and it corresponds to the value of the objective function $z$. Finding the maximum value from these values, there may be three cases, one (unique), two (an edge) or three (a surface).

Computer algorithm as following:

(1) Let max = 0;

(2) Generating $m + n$ equations to $C_{m+n}^n$ equation groups by the algorithm of generated combination and solving it;

(3) Substituting the linear programming model (1) restrictions, judging whether it is the key feasible solution on the closed set $\Omega$, if so, calculating the value of objective function $z$;

(4) Judging whether $z >$ max is established, if so, max =$z$ returning the key feasible solution of equation groups as $(x_1, x_2, \ldots, x_n)$. If $z =$ max is satisfied, keeping the key feasible solution of equation groups as $(x_1, x_2, \ldots, x_n)$;

(5) Returning to 1, until getting the solution of $C_{m+n}^n$ equation groups;

(6) Outputting the value of $z$ and the optimal solution $(x_1, x_2, \ldots, x_n)$.

With this algorithm, we can easily calculate the optimal solution of linear programming model (1) $(x_1, x_2, \ldots, x_n)$.

4 The Advantages of Algorithm

This algorithm is based on the principle of the
existence of the optimal solution on the closed set $\Omega$, directly calculating the intersection and determining whether it is the key feasible solution of the closed set $\Omega$, and immediately seeking $z$, greatly reducing the number of calculations, and occupying less memory as a fast and effective way. Meanwhile, it will have a good reference for the algorithm of integer programming by improving this algorithm. This section will be discussed about the pull-off algorithm of the solutions of integer programming model in another text.
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6 C language source code

```c
#include <stdio.h>
#include <stdlib.h>
#include <string.h>
#include <math.h>
#define N 100
#define OK 1
#define ERROR 0
double a[N][N],c[N][N];
typedef struct
{
    double number[N];
    double result;
} SeqList;
typedef struct
{
    SeqList record[N];
    int Nsize, Size;
} Node;
int Print(double b[N][N], int n, int m)
{
    int i, j;
    for (i = 1; i <= n; i++)
        for (j = 1; j <= m; j++)
            printf("%lf ", b[i][j]);
    printf("n");
    return OK;
}
void Print1(Node *L)
{
    int i, j;
    for (i = 1; i <= L->Size; i++)
        for (j = 1; j <= L->Nsize; j++)
            printf("%e ", L->record[i].number[j]);
    printf(" The result is:%lf ", L->record[i].result);
    printf("n");
}
void Print2(Node *L)
{
    int i, j;
    for (i = 1; i <= L->Size; i++)
        for (j = 1; j <= L->Nsize; j++)
            printf("%e ", L->record[i].number[j]);
    printf(" The result is:%lf ", L->record[i].result);
    printf("n");
}
int Creat(Node *L, int n, int m)
{
    int i, j;
    printf("c1=1,c2=1; ");
    printf("未知数的个数 Nsize:");
    scanf("%d", &L->Nsize);
    for (i = n; i > 1; i--)
```
c1*=i;
for(i=m-1;i>1;i--)
c2*=i;
for(i=n-(m-1);i>1;i--)
c2*=i;
L->Size=c1/c2;
return OK;
}
int meet(Node *L,int first, int number, int m) {
    FILE *fp;
    int j, ok=0;
    double y, sum;
    for (i=first, j=1; j<=L->Nsize; j++)
        if (L->record[i].number[j]<0)
            return ERROR;
    fp=fopen("wang.txt","rt");
    if (fp==NULL) {
        printf("Can't Open!");
        exit(0);
    }
    for (i=1; i<=number; i++) {
        sum=0;
        for (j=1; j<=L->Nsize; j++)
            fscanf(fp,"%lf",&y);
        fscanf(fp,"%lf",&y);
        if (sum>y+1)
            return ERROR;
    }
    fclose(fp);
    return OK;
}
int Sub(Node *L, int m) {
    int j, number;
    double x;
    FILE *fp;
    printf("Please enter s.t number:");
    scanf("%d", &y);
    if (fp==NULL) {
        printf("Can't open!");
        exit(0);
    }
    for (i=1, j=1; j<=L->Nsize; j++)
        if (meet(L, i, number, m)) {
            fp=fopen("zhu.txt","rt");
            if (fp==NULL) {
                printf("Can't open!");
                exit(0);
            }
            L->record[i].result=0;
            for (j=1; j<=L->Nsize; j++)
                fscanf(fp,"%lf",&x);
            L->record[i].result+=L->record[i].number[j]*x;
        }
    fclose(fp);
    return OK;
}
int Memory(double b[][N], Node *L, int m) {
    int j;
    static int i=1;
    for (i=1; j<=L->Nsize; j++)
        if (L->record[i].number[j]<0)
            return ERROR;
    int Tackback(double b[][N], Node *L, int n, int m) {
        int i, j, k;
        double s;
        for (i=1; i<=n; i++)
            if (b[i][i]==0) break;
        s=1.0/b[i][i];
        for (j=1; j<=m; j++)
            b[i][j]=s*b[i][j];
        for (i=n, j=1; i>=1; j--)
            for (i=1, j=1; j<=n; j++)
                for (k=i; k<=m; k++)
                    b[j][k]=(-1*s)*b[i][k]+b[j][k];
    }
    Memory(b,L,m);
    return OK;
}
int change(double b[][N], int time, int n, int m) {
    int i, j, max;
    double t, x, y;
    max=time;
    for (i=time+1; i<=n; i++)
        if (fabs(x)<fabs(y))
            max=i;
        if (max!=time) {
            for (j=1; j<=m; j++)
                t=b[time][j];
            b[time][j]=b[max][j];
            b[max][j]=t;
        }
    return OK;
}
return OK;
}
int uptriangle(double b[][N], Node *L, int n, int m)
{
    int i, j, k;
    double s;
    for(i = 1; i <= n; i++)
    {
        change(b, i, n, m);
        for(j = i + 1; j <= n; j++)
        {
            s = b[j][i] / b[i][i];
            if(s == 0) break;
            for(k = 1; k <= m; k++)
            {
                b[j][k] = (-1 * s) * b[i][k] + b[j][k];
            }
        }
    }
    Tackback(b, L, n, m);
    return OK;
}
int Assemble(double b[][N], Node *L, int n, int m)
{
    int i, j, k, elem[100];
    i = 1; elem[i] = 1;
    while(i != 0)
    {
        if(elem[i] > n)
        {
            i--;
            elem[i]++;
        }
        else if(i == m - 1)
        {
            for(j = 1; j <= m - 1; j++)
            {
                fscanf(fp, "%lf", &a[i][j]);
            }
        }
        for(k = 1; k <= m; k++)
        {
            c[j][k] = b[elem[j]][k];
        }
        if_fp = fopen("wang.txt", "rt");
        if(fp == NULL)
        {
            printf("Can't open!");
            exit(0);
        }
        for(i = 1; i <= n; i++)
        {
            fscanf(fp, "%lf", &a[i][j]);
        }
    }